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**Цель работы:** Изучение и решение индивидуальных заданий по разработке перегруженных функций, описание классов.

**Ход работы:**

1. Изучение перегрузки функций.

2. Программирование классов.

**Код программы:**

#include <iostream>

#include <iomanip>

using namespace std;

class Student {

private:

int age;

double score;

char name[64];

public:

Student() { this->age = 0; this->score = 0; strcpy\_s(this->name, "Noname"); }

Student(int age, double score, const char\* name) {

this->age = age;

this->score = score;

strcpy\_s(this->name, name);

}

Student(Student& st2) {

this->age = st2.age;

this->score = st2.score;

strcpy\_s(this->name, st2.name);

}

void To\_Set(int age, float score, const char\* name)

{

this->age = age;

this->score = score;

strcpy\_s(this->name, name);

}

void To\_Show()

{

cout << setw(-20) << "Age of student: " << age << endl;

cout << setw(-20) << "Academic score: " << score << endl;

cout << setw(-20) << "His Name and Surname: "; puts(name);

cout << endl;

}

int GetAge() { return this->age; }

float GetScore() { return this->score; }

char\* GetName() { return this->name; }

friend double operator-(Student& first, Student& second) {

return first.score -= second.score;

}

double operator+(double up) { return this->score += up; }

friend bool operator==(Student& first, Student& second) {

return !strcmp(first.name, second.name);

}

short IsBetter(Student& st1) {

if (st1.score < score) return 1;

else return -1;

}

short IsBetter(Student& st1, Student& st2) {

short promo = 0;

if (st1.score < score) promo++;

else promo--;

if (st2.score < score) promo++;

else promo--;

return promo;

}

short IsBetter(Student& st1, Student& st2, Student& st3) {

short promo = 0;

if (st1.score < score) promo++;

else promo--;

if (st2.score < score) promo++;

else promo--;

if (st3.score < score) promo++;

else promo--;

return promo;

}

};

class Vector {

private:

double x, y, z;

string real\_or\_no;

public:

Vector() {

this->x = 0;

this->y = 0;

this->z = 0;

this->real\_or\_no = "false";

}

Vector(double x, double y, double z, string real\_or\_no = "true") {

this->x = x;

this->y = y;

this->z = z;

this->real\_or\_no = real\_or\_no;

}

Vector(const Vector& v2) {

this->x = v2.x;

this->y = v2.y;

this->z = v2.z;

this->real\_or\_no = v2.real\_or\_no;

}

void Set(double x, double y, double z, string real\_or\_no = "true") {

this->x = x;

this->y = y;

this->z = z;

this->real\_or\_no = real\_or\_no;

}

void Show() {

setprecision(3);

cout << "First coordinate(X): " << x << endl;

cout << "Second coordinate(Y): " << y << endl;

cout << "Third coordinate(Z): " << z << endl;

cout << "He is real?: " << real\_or\_no << endl << endl;

setprecision(6);

}

double GetX() { return this->x; }

double GetY() { return this->y; }

double GetZ() { return this->z; }

string GetRoN() { return this->real\_or\_no; }

friend Vector operator+(Vector& V1, Vector& V2) {

return Vector(V1.x + V2.x, V1.y + V2.y, V1.z + V2.z);

}

Vector operator-(double d) {

return Vector(this->x - d, this->y - d, this->z - d);

}

friend double operator\*(Vector& V1, Vector& V2) {

return (V1.x \* V2.x + V1.y \* V2.y + V1.z \* V2.z);

}

double Skalyar\_myltiply(Vector& V1) {

return (V1.x \* this->x + V1.y \* this->y + V1.z \* this->z);

}

double Skalyar\_myltiply(Vector& V1, Vector& V2) {

return (V1.x \* this->x \* V2.x + V1.y \* this->y \* V2.y + V1.z \* this->z \* V2.z);

}

double Skalyar\_myltiply(Vector& V1,Vector& V2,Vector& V3) {

return (V1.x \* this->x \* V2.x \* V3.x + V1.y \* this->y \* V2.y \* V3.y + V1.z \* this->z \* V2.z \* V3.z);

}

};

class Character {

private:

short id,health;

string name;

public:

Character() {

id = -1;

name = "Andrey Puchinky";

health = 10;

}

Character(short id, string name, short health) {

this->id = id;

this->name = name;

this->health = health;

}

Character(const Character& ch){

this->id = ch.id;

this->name = ch.name;

this->health = ch.health;

}

void Set(short id = -1, string name = "Andrey Puchinky", short health = 10) {

this->id = id;

this->name = name;

this->health = health;

}

void Show() {

cout << "Id: " << id << endl

<< "Name: " << name << endl

<<"Health: " << health << endl;

}

short GetId() { return id; }

string GetName() { return name; }

short GetHealth() { return health; }

friend bool operator==(Character& ch1, Character& ch2) {

if (ch1.id == ch2.id) return true;

else return false;

}

short operator-(short damage) {

this->health -= damage;

return this->health;

}

short operator+(short health) {

this->health += health;

return this->health;

}

short medic(Character& ch1) {

ch1.health += 10;

health -= 5;

return health;

}

short medic(Character& ch1, Character& ch2) {

ch1.health += 10;

ch2.health += 10;

health -= 10;

return health;

}

short medic(Character& ch1, Character& ch2, Character& ch3) {

ch1.health += 10;

ch2.health += 10;

ch3.health += 10;

health -= 15;

return health;

}

};

int main()

{

Student st1(18, 9.5, "Danik Karagodin"), st2(19, 4.5, "Dima Karagodin"), st3(18, 7.2, "Denis Kar1agodin"), st4(17, 6.8, "Difrel Karagodin");

Vector v1(1, 2, 3), v2(9, 55, 4), v3(8, 3, 83), v4(4, 5, 20);

Character ch1(1, "Pudj", 120), ch2(2, "Pucha", 12), ch3(3, "Pupok", 999),ch4(4,"Parfeevec",20);

cout << "Students:\n";

cout<<st1.IsBetter(st2)<<endl;

cout<<st1.IsBetter(st2,st3) << endl;

cout<<st1.IsBetter(st2,st3,st4) << endl;

cout << "Vectors:\n";

cout<<v1.Skalyar\_myltiply(v2) << endl;

cout<<v1.Skalyar\_myltiply(v2,v3) << endl;

cout<<v1.Skalyar\_myltiply(v2,v3,v4) << endl;

cout << "Characters:\n";

cout << ch1.medic(ch2)<<endl;

cout << ch1.medic(ch2,ch3) << endl;

cout << ch1.medic(ch2,ch4) << endl;

return 228;

}

**Результат программы:**

![](data:image/png;base64,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)

**Вывод:** научился работать с классами. Изучил и применил на практике перегрузки методов.